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Abstract—Querying knowledge bases using ontologies is usu-
ally performed using dedicated query languages, question-
answering systems, or visual query editors for Knowledge Graphs
(KGs). We propose a novel approach that enables users to
query the knowledge graph by specifying prototype graphs
using Natural Language (NL) and visually editing them. This
approach enables non-experts to formulate queries without prior
knowledge of the ontology and specific query languages. Our
approach converts NL queries to these prototype graphs by
utilizing a two-step constrained Language Model (LM) generation
based on semantically similar features within an ontology. The
resulting prototype graph serves as the building block for further
user refinements within a dedicated visual query builder. Our
approach consistently generates a valid SPARQL query within
the constraints imposed by the ontology, without requiring any
additional corrections to the syntax or classes and links used.
Unlike related LM approaches, which often require multiple iter-
ations to fix invalid syntax, non-existent classes, and non-existent
links, our approach achieves this consistently. We evaluate the
performance of our system using graph retrieval on synthetic
queries, comparing multiple metrics, models, and ontologies. We
further validate our system through a preliminary user study.
By utilizing our constrained pipeline, we show that the system
can perform efficient and accurate retrieval using more efficient
models compared to other approaches.

Index Terms—Ontologies, graph retrieval, natural language
queries, visual query interfaces

I. INTRODUCTION

Ontologies are a foundational approach to represent the
graph schema for KGs and enable knowledge transfers, ex-
ploration, and representation for further processing [1]. These
ontologies and belonging KGs can achieve significant sizes
and are, therefore, challenging for users unfamiliar with the
knowledge domain to explore and search. One example of
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such an extensive collection of knowledge is DBpedia [2],
which compiles linked articles into hundreds of classes and
connects them through their various properties within the class
hierarchy. Such a rich ontology can pose challenges for users
building queries.

The ontologies are usually queried using specialized query
languages, such as SPARQL [3], which can pose an addi-
tional barrier of entry for users seeking to retrieve structured
knowledge from such systems. This paper, therefore, proposes
a novel querying strategy, which maps relational queries in NL
to prototype graph representations, which can then be further
adjusted by the user to desired retrieval criteria. The system is
tuned for NL queries formulated as relations, differing from
traditional opaque question-answering approaches, which typi-
cally do not visualize the generated queries or their processing,
nor allow edits to the query.

Our system extracts the prototype graph structure from the
query using the capabilities of LMs to extract information from
NL input — even in cases where there is no exact match for
the required information within the ontology. We achieve a
valid prototype graph by constraining the LM output using
a dynamically created grammar to adhere to the classes and
links present within the ontology. This novel addition of the
grammar to the query generation by the LM enables our
system, in turn, to always return prototype graphs that are
valid within the context of the used ontology. Our system,
furthermore, allows the user to refine and adjust the prototype
graph in a visual editor, enabling the correction of mistakes
the LM might make. Within this editor, users can refine their
queries or extend them to more complex queries, allowing
them to edit their queries without modifying the SPARQL
query directly or any other intermediate representation in code.

We evaluate the prototype graph extraction performance
of our approach using a synthetic benchmark, consisting
of sampled sub-graphs and corresponding LM-generated NL
queries. This synthetic benchmark is tested for alignment with
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Fig. 1: Our query extraction process using LMs, using the query example “a person and the child of a person have the alma
mater of the same university”. We transform the NL query into a prototype graph using a constrained LM. The graph is first
approximated using a LM (a), where the generated classes and links might not match the ontology yet. This initial guess of
the LM is used to search for semantically similar relations (b). With the subset of all possible links and nodes, the graph is
extracted again and corrected for possible errors (c), resulting in a graph that adheres to the ontology. The resulting graph can
be edited (d), e.g., an additional constraint for a country can be added. The resulting prototype graph can be used to perform

queries over a KG to retrieve instances (e).

human query examples using our synthetic query generation
framework. We extend this evaluation to test the integrated
system within a user study. This study enables us to compare
this combined system of NL querying and visual editing with
existing visual query editors, as well as formal question-
answering benchmarks. Our retrieval approach, furthermore,
does not require any metadata about the ontologies or query
examples, unlike other systems [4].

II. RELATED WORK

Previous efforts to map queries presented in NL towards
complex, constrained query languages [4]-[6] focused on
retrieving and generating SPARQL queries directly, resulting
in either highly complex systems, or a retrieval process with
many iterative refinement steps.

Lei et al. [S] map a NL query onto a particular, tai-
lored, Ontology Query Language, used as an intermediate
representation, and then converted to SQL. They use the
ontology to find relevant terms in the NL query and map
them to elements of the ontology. This approach limits the
output to specific instances, hindering both extensibility and
exploration. SPARKLIS [6] approaches the mapping from NL
to a SPARQL query through a mixture of highly constrained
NL and visual exploration. The constraints placed upon the
queries help to adhere to the graph schema but could hinder
more straightforward exploration.

More typically, KGs are queried using SPARQL [3], which
can be generated with LMs [4], [7], [8]. Meyer et al. [7]
have shown that the out-of-the-box performance of multiple
proprietary LMs is lacking for direct generation of SPARQL
queries from NL queries. They demonstrate that adding the
ontology, in textual representation, to the query enhances
the generation. The generation is further improved if only
relevant classes and relations are provided. Similarly, Emonet
et al. [4] improve upon these results by targeting large-
scale federated KGs. They develop a Retrieval Augmented

Generation (RAG) system that automatically augments the
LM input with relevant ontology classes and manually created
example queries. Finally, Liu et al. [8] introduce SPINACH,
a question-answering LM agent for Wikidata, that iteratively
performs actions: searching Wikidata for entities, properties, or
example queries, and executing SPARQL queries on demand.
Effectively, these methods highlight that incorporating the
ontology is essential to improve generated SPARQL queries.
Nevertheless, these methods require the LMs to generate a
syntactically and semantically correct SPARQL query, but—
due to syntax errors or hallucination of properties—can require
feedback error messages to fix the query iteratively.

On the other hand, the visual querying approaches focus
on providing approachable systems to facilitate the use of
knowledge graphs for non-experts. GRAPHITE [9] and VIS-
AGE [10] both employ visual editing of the prototype graphs to
foster the exploration of KGs with a focus on fuzzy matching,
query suggestions, and fast retrieval times. RDF Explorer [11]
approaches this task similarly by providing a graph editor,
enabling the creation of graph examples to retrieve matching
instances from the knowledge graph. The system provides
users with query expansion options throughout the applica-
tion, displaying dynamic results as queries are built. The
authors relate their work to previous query builders, notably
Smeagol [12]. This alternative follows similar exploration and
retrieval paradigms but does not offer a comparable number
of SPARQL features. KGVQL [13] defines a novel visual
query language to ease the transformation between the visual
querying and result set, at the cost of disregarding explorative
approaches, favoring the proposed transformation approach to
convert between data examples and queries. Rhizomer [14]
approaches the exploration of knowledge bases by providing
different user interfaces to explore only at the top-level, graph-
level, or only at the instance level of a single type. Sparnatu-
ral [15] simplifies many of these exploratory approaches into



a tree-based approach.

In comparison to these works, our method utilizes the
ontology to constrain the LM output, thereby creating a pro-
totype graph that can be directly mapped to a valid SPARQL
query. This intermediate graph eliminates syntax errors and
hallucinations while enabling the usage of smaller models
(£ 8B parameters) and removing the need for feedback
error messages. The system is also robust against semantic
mismatches between the query and schema, allowing users
to formulate their queries more freely. We also seamlessly
integrate this NL querying system with a visual interface,
enabling users to adjust and refine their query after the
mapping phase has been completed.

We, furthermore, did not find any applicable benchmark
dataset within the related works analyzed within this paper.
The usual system of using a Q&A system or direct query
generation framework is not applicable to our goal of mapping
from a NL query to a graph representation, which can be
evaluated in a more direct way using well-established scores
like the Fi score or Graph Edit Distance (GED) [16]. The
evaluation of our system, therefore, builds upon a synthetic
evaluation pipeline, combined with alignment tests and a
small-scale user study to confirm our results.

III. METHODOLOGY

Our KG retrieval approach builds on the notion of graph
extraction and graph instance retrieval. To realize this notion,
we require the graph extraction from NL as outlined in
Figure 1. The input to our pipeline is a NL query, returning a
prototype graph G, with nodes IV, and edges E,,. The graph
extraction performance is evaluated using a synthetic dataset,
generated with our query generation pipeline. The synthetic
dataset is shown to be representative of real results through a
comparison of using both synthetic and human-written queries
on a subset of queries. We provide further details to foster
reproducibility in Appendix Section C.

A. Graph Extraction

Our knowledge graph retrieval system builds upon the
notion of a prototype graph G, := (N,, E,) that serves as the
blueprint for all retrieved instances. This graph representation
is similar to Basic Graph Pattern (BGP), with the extension
of adhering to the schema imposed by the ontology. The sub-
graph G, of the ontology consists of the nodes NN,,, each one
an instance of the classes C, and edges FE,, each one a link
of link types L. The multiset of nodes can contain a class
multiple times, and a link can only span the allowed end and
start types (within the class hierarchy), i.e.

Np = {nlv"'an’m} C Ca
E, C {ei = (n4,1j,np) | subtypeof (n, fromtype(l;)),
subtypeof (ny, totype(l;))} € (N, x £ x Np).

We then retrieve the instance graphs Gy, = (Orp, Prp)
from the knowledge base with objects from all vertices or

objects O and predicates from all predicates P in the KG that
match the prototype graph G, i.e.

Orp = {oi €O f typeof(o;) € Np} ,
Prp = {pi =
typeof(oy) € Np,p; € P,l; € E} )

(01,15, 0n) ‘ o, 0, € Op p,typeof(o;) € Ny,

Therefore, this retrieval approach requires a prototype graph
G, that matches the types within the possible classes C and
links £ to provide meaningful results. Our graph extraction
pipeline from the NL achieves this constrained retrieval using
a multistep approach illustrated in Figure 1. This approach
first extracts an unconstrained graph G;’ from the NL prompt
using the structured output of a LM [17], which serves as the
basis for retrieval of semantically similar and existing classes
C and links L. These are then used to perform another round
of structured generation to get G, which is refined to the
final prototype graph G/, that can be used to retrieve instance
graphs G p.

1) Graph from NL: This first unconstrained graph gen-
eration step is required as the basis for further querying of
possible classes C and links £. The LM output is nevertheless
restrained to return only a specific JSON schema through
GGML Backus-Naur Form (GBNF) [17], [18]. This measure
enforces a consistent output that can be parsed and used for
further processing. These constraints allow us to construct the
intermediate graph G!/, which has no constraints regarding the
ontology, i.e., £ and C are open. While we could constrain
the graph types to the whole ontology at this step, we have no
way to enforce the structural correctness of the graph over the
outgoing link types, increasing the probability of an invalid
graph.

2) Constraints from Graph: The unconstrained graph is
used to retrieve candidates for the next generation step. This
retrieval is performed for each node n; € N, andedge e¢; € E,
using sentence embeddings of the node and link description.
These embeddings are used to retrieve the top & most similar
results in terms of cosine distance from all classes C and links
L. The LM generation is then further constrained to only
include these results. This retrieval of semantically similar
links results in the subset of classes C’ C C and links £’ C L.

3) Constrained Graph from NL: Finally, the prototype
graph G, is generated by providing the LM with the same
instruction as in the first step, but with additional constraints
placed upon the output generation through GBNF [18]. These
use the additional information of the possible candidate classes
C' and links £’ from the previous step. This limited set
of only semantically similar classes enables the LM still to
express any graph from the NL query while adhering to the
relevant query constraints. The LM-generated graph G, may
contain invalid or flipped links as we cannot enforce a valid
graph structure on the output. This problem is mitigated by
the previous step of only using the ontology subsets and by
cleaning the graph using two rules. The first one exchanges
the direction of the edge, essentially swapping the nodes
(ne, i, mp) = (np, 15, ng), if the types are flipped, i.e., the



link /; may not go from n; to ny, but from n; to ns. Our
second rule discards any invalid links from the graph if they
violate the type constraints.

B. Synthetic Evaluation Methodology

The described graph retrieval system is evaluated using
synthetically generated queries from a sampled prototype
graph G, 5. This graph is used to generate queries in NL using
either a LM that is prompted with the graph as input structure
or a template-based query generation. We additionally validate
our query generation methodology against queries generated
by humans by comparing the resulting evaluation metrics. The
NL prompt is, in turn, used to extract the prototype graph G,
using the method from above. Finally, the sampled and ex-
tracted graphs are compared and evaluated for similarity. This
evaluation system does not incorporate user refinements for
adjusting the output graph, as the methodology evaluates only
the directly returned prototype graph G),. We, furthermore,
compare the query extraction of our system to the output of
the LM without any alignments, i.e. the first unconstrained
output of our system, in an ablation study performed for all
evaluated settings.

1) Graph Sampling: The first step in our synthetic evalua-
tion pipeline is the sampling of prototype graphs G, s from the
ontology. The sampling is based on probabilities derived from
the instance counts of the links. We additionally select classes
that are lower in the class hierarchy using a similar proba-
bilistic approach. Finally, further links are added based on a
random choice of node and a similar probabilistic selection.
This probabilistic sampling is only performed for ontologies
with sufficient instances, as indicated in Section III-B4. The
classes and links are sampled uniformly for the other cases.
Additional graph sampling details can be found in Section A.

2) Generation of the Query: Next, the NL query is gen-
erated synthetically from the previously sampled graph G, 5
using a LM, more specifically the Hermes 3 Llama 3.2 3B
model [19]. The LM is presented with a textual represen-
tation of the types of classes and links within the graph
and prompted, using a one-shot approach, to generate the
queries. We also employ a template-based query generation
approach to prevent potential information leaks and evaluate
simpler queries [20]. Additionally, we create 12 human-written
queries from the sampled graphs to validate our evaluation
methodologies for queries used in practice.

3) Scoring the Graphs: Finally, the prototype graph G,
can be extracted from the synthetic query using our graph
extraction methodology and compared to the ground truth
sampled graph G, ;. This evaluation employed two scoring
methodologies: one for the retrieval performance of the nodes
N, and relations FE),, and another for the graph layout. First,
the similarity between the retrieved nodes [V,, and sampled
nodes N, is compared using the F}-score over the sets.
This set-based I ,oq4.-score uses the true positives TP =
|Np, N Nps|, false positives F'P = |N, — N, | and false
negatives F'N = |N, ; — N,| rates from set intersections and

differences. The F} ,, of the relations is computed using the
same scheme using F, and F, ;.

Second, the graph similarity is computed using the
GED [16], which employs a stricter notion of similarity,
requiring not only isomorphism between the graphs but also
the same node and link types for the graphs. To achieve a
comparable score to the F; scores and between different graph
sizes, we weigh the distance by the number of nodes and links
and invert it, giving the normalized GED score

GED
} 4 max{| B[, | Ep o[}

Both evaluation methodologies provide scores for a single
query example. We therefore reduce them to single values by
averaging the scores over the different queries and evaluation
settings.

4) Evaluated Models and Ontologies: The evaluation of
this work relies heavily on the use of LMs for graph re-
trieval, semantic retrieval, and constrained retrieval. We use
the Hermes models [19] (3B, 8B, and 70B parameter sizes)
for generative retrieval tasks due to their fine-tuned capabil-
ities for structured output, comparing them to two Qwen2.5
(32B parameters) models (Instruct and Code fine-tuned) [21].
The Stella 400M [22], [23] model is used for all semantic
retrieval tasks. Further implementation details can be found in
Section C.

We evaluate our approach on four ontologies, specifically

GED; =1

~ max{|N,|,|N,..

o DBpedia [2], an ontology and KG containing mapped
information from Wikidata;
e Yago 4 [24], a similarly curated version of Wikidata on
the schema.org classes;
« Brainteaser Ontology (BTO) [25], a smaller ontology and
KG focusing on brain-related diseases; and
e UniProt [26], a similarly focused ontology and KG
containing vast amounts of protein sequences and their
functional information.
Only DBpedia [2] and Yago 4 [24] use the probabilistic
sampling based on instance count, as the other two ontologies
do not provide such a large KG to enable good sampling, using
the uniform sampling approach instead.

C. Constraining the LM

The LMs are constrained to a schema specified to a grammar
whenever we retrieve any graph using language generation. To
this end, we use 1lama-cpp-agent!, which can constrain
the LM to only output a specific model using a predefined
grammar. The first prototype graph G;)’ uses a static schema
and grammar. In the next generation step, the grammar is
adapted to the specific, similar relations found utilizing the
output of the first round. The updated grammar is then used
to constrain the output only to contain valid types and links,
which can be used to generate the correct prototype graph G,,.
The graph G, can be converted into a SPARQL query if the
user requires it for further use, as shown in Section B.

Uhttps://llama-cpp-agent.readthedocs.io/
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Fig. 2: OnSET user interface [27] showing the query for the
example from Figure 1. The user can edit the prototype graph
G, on the left, view the connected nodes at the bottom using
a circle-packing visualization of the ontology, and inspect the
instances G, directly on the right within the interface.

D. User Interface

Additionally, we allow the users to refine their initial queries
using a node-based editor, where links and nodes can be added
to or removed from the graph, all within the constrained link
set £, and class set C. This refinement can be helpful if
our pipeline fails to find the correct graph or if the users
want to refine their search without an additional text prompt.
We support a similar refinement process as the second step
in our pipeline, which involves performing semantic search
for link retrieval. We use the cosine similarity of sentence
embeddings [23] to compare possible new links that the user
can search through when adding these. The query editor is
based on the prior work within the Ontology and Semantic
Exploration Toolkit (OnSET) [27] and shown in Figure 2.

Furthermore, we transparently display how the queries are
built using the LM through a similar flow to that shown in Fig-
ure 1. This visualization should hold our system accountable
for any mistakes and errors that occur during processing and
may guide the user towards specifying more precise queries
or exploring other querying avenues.

E. User Study

We additionally conduct a preliminary user study to support
our claims on usability and improvements in query formula-
tion. Our study focuses on two aspects of the user’s experience:

1) The user’s ability to formulate the correct queries given
increasingly complex tasks, with the option to adjust
queries using our proposed user interface.

2) The effectiveness of the integrated NL query interface
and visual editor.

To validate our claims, we first task the users with complet-
ing three increasingly complex queries, as shown in Table I.
Each user watches a 2-minute introductory video and has 20
minutes to perform all four tasks. We time the completion
of each task and note whether it has the correct number of
nodes and links, as well as the correct node types, link types,
and constraints. After they complete all tasks or run out of

TABLE I: User tasks on the DBpedia KG.

No.  Task k

0 Find all works where the author is a hockey player. 2

1 Persons that are authors of a work and are gold medalists in 3
a sports event.

2 Ships that have their home port in a place in the country 4
United States and persons who have the same place as their
death place.

3 A work that is the opening theme for a TV show is composed 5
by a person and that person has a child. The person has the
alma mater of an University.

time, the user is presented with a System Usability Score
(SUS) [28] evaluation questionnaire to estimate their load on
our system. We compare our system to the RDF Explorer,
which is evaluated using a similar strategy [11].

IV. RESULTS

We demonstrate our system’s capabilities to retrieve the cor-
rect graph from the query using our synthetic graph generation
and evaluation pipeline. We evaluate the system at three dif-
ferent node sample counts, k € {2,3,5, 7}, to model varying
degrees of complexity in the queries. Each node sample count
k is sampled for 128 synthetic queries. Additionally, we use
five different open-weight models to test the dependence on
model size and type. Our evaluation in Figure 3 shows that
we can faithfully recover the prototype graph from the NL
query. While we cannot achieve a perfect recovery of all nodes
and relations in all settings, we accomplish a F} score on the
node retrieval on DBpedia across all models of approximately
0.7 throughout the different levels of complexity. The correct
relations are retrieved at an even higher F) score of roughly
0.8 for the various ontologies and settings. Similarly, the GED
score GED, shows that the graph structure can be recovered
quite well for most of the smaller graph sizes and drops
slightly for the larger, more complex queries, demonstrating
that our approach is most useful for smaller graphs. Our
evaluation, furthermore, shows that using a larger model is
only slightly beneficial for our use case. The system performs
similarly across all model sizes and types, suggesting that even
smaller models can reconstruct the prototype graph quite well
due to the constraints we place on the output.

The evaluation also shows that the constraint and alignment
step to the ontology, including our corrections, is essential
to retrieve the correct graph. This is evident by the ablation
study performed by comparing the raw output of the LM to
the aligned outputs of our fill pipelines. The system achieves
indeed higher scores in the aligned results, and can be ob-
served for almost all combinations of query complexities, LM
models, and ontologies.

Finally, we compare our different query generation methods
in Table II by evaluating two query complexities k = {3,5}
and comparing the scores. The LM-based generation method
performs similarly to the human-generated queries. This
comparative evaluation, additionally, shows that the template
queries perform better than the compared LM-generated ones.
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Fig. 3: F1 nodes F1,re1, and GED, on four different ontologies,
and aligned (constrained) output.

TABLE II: Comparison of query generation methods for
Hermes 3B on DBpedia.

Mean Mean

k  Query Origin  Stage Finode GEDs
3 human aligned 0.63 0.40
raw 0.52 0.24

Ilama aligned 0.71 0.46
raw 0.68 0.36

templated aligned 0.81 0.57

raw 0.79 0.54

5  human aligned 0.69 0.22
raw 0.90 0.27

llama aligned 0.66 0.34
raw 0.67 0.25

templated aligned 0.83 0.48
raw 0.74 0.45

These results indicate that the LMs perform better with simpler
formatted queries, such as the template-generated queries.

A. User Study

We also inspect the preliminary results of our user study
shown in Table III, which involved n = 11 participants. We
observe that our average correct completion rate (“Success
Rate”) is high throughout the increasingly complex tasks, com-
pared to the study on RDFExplorer [11]. They report that their
correctness decreases, possibly due to time constraints. Within
the survey of our tool, however, no user took longer than the
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TABLE III: Task results for the OnSET user study on DBpedia
with n = 11.

Task Success Rate  Time (mm:ss)
Task 0 0.73  03:46
Task 1 091 01:12
Task 2 0.73  04:49
Task 3 1.00  02:05

20-minute time frame, and we observed lower success rates
only for the first and third tasks. These tasks might have been
more challenging because the LM did not directly provide
the correct prototype graph. The most complex task, however,
had the highest correctness rate compared to the others in
our study. These results, in contrast to the observations of the
RDFExplorer, indicate that our system performs consistently
across varying levels of difficulty and primarily relies on the
LM output. The evaluation of our SUS questionnaire resulted
in a score of 71.4.

V. CONCLUSION

We introduce a novel querying system in this paper to aid
users in exploring ontologies and generating queries from NL.
The interface uses only NL as the input, providing the users
with a fuzzy interface to explore an otherwise strict system
of classes and links. We achieve this translation from fuzzy



input to the strict notion using a query processing pipeline
that heavily utilizes LMs for generating the prototype graph,
performing semantic similarity search, and constrained graph
generation. We provide a prototype graph as an intermediate
output from this pipeline. This prototype graph can be refined
through a node-based editor to better reflect the users’ infor-
mation needs if the LM failed to map the NL query completely,
or the user has a more specific information need.

We evaluate our system on a set of synthetic queries with
varying levels of complexity. These should reflect users’ vary-
ing information needs and queries while evaluating our system
for more complex tasks. This evaluation demonstrates that the
extracted prototype graphs accurately represent the sampled
graphs, particularly for smaller graphs. This performance
level, especially at the smaller graph sizes, should provide a
robust system that adheres to the users’ initial interests. We
demonstrate that this level of performance can be achieved
with smaller models.

In contrast, existing systems struggle with these smaller
models and require significantly more powerful, and thus more
expensive, models. They, furthermore, often require iterative
systems to retrieve syntactically correct queries, whereas our
system can provide valid queries using our two-step retrieval
process. We furthermore validate our approach by comparing
the synthetic queries generated by a LM and template system
from the sampled graphs to a small set of manually written
queries. These evaluations show that the LM-generated queries
do indeed adhere to the manually written queries, thereby
strengthening our query evaluation approach.

We additionally conducted a small-scale user study to assess
our systems’ performance with respect to usability and task
completion time, where we observed high rates of correctness
and fast completion times compared to existing systems. This
suggests that combining a precise and efficient LM system
with a visual query editor can reduce the time spent on
creating queries while improving the correctness of the results
compared to prior works.

VI. FUTURE WORK

The introduced system builds a prototype graph based on
NL input, enabling users to explore and query knowledge
graphs effectively. Future versions could, however, enhance
the robustness of retrieving the prototype graph from NL
queries for larger and more complex queries by utilizing more
sophisticated models or fine-tuning smaller, more specialized
models for the graph retrieval task at hand, thereby achieving
even more precise initial graph responses.

Another avenue for further improvement in this system is
the addition of constraints to the graph generated by the LMs.
While we can constrain the properties (e.g., the age, name, or
height of a person) within the user interface, we do not provide
a way for the LM to add this to the generated query. These,
however, are an integral part of the KG and the information
they contain. We intend to extend the LM output and graph to
include these filters on the edges and formalize these structures
to get a constrained output, including these constraints.

The user study will also be extended to include more users,
with additional questionnaires and possibly more challenging
tasks, to facilitate a more comprehensive comparison with
other systems using visual query builders.
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APPENDIX

A. Graph sampling

We sample the ontology for queries using the procedure in
Algorithm 1. The outlined algorithm should provide a broad
variety of graph structures, classes, and relations to create a
diverse set of queries for our evaluation, while being faithful
to the interest of the users based on the probabilistic sampling.

B. Query Generation

We generate the SPARQL queries from our prototype graphs
G, directly by iterating over all links and nodes. Each link
results in the link type and left and right nodes; each node
adds the node as a a class. Listing 1 shows a resulting query
for an example query — the same query as in Figures 1 and 2.

C. Reproducibility

To ensure the reproducibility of our evaluation and enable
further experiments on our user interface, we provide our
code and parameters on github.com/Dakantz/OnSET.
We performed the experiments on the smaller models (<32B

Algorithm 1: Prototype graph G, s sampling from the ontol-
ogy using instance counts within the KG.

Require: classes C, links £, objects O, predicates P, samples
k > 0, depth d > 0, maximum of nodes Myoges > 0
function DOWNGRADE NODE(ny)

Csup < subtypes of ns up to depth d
Praie(ns) = g
), eCyp 111,01 €/ [N =typeof(nr,p,i)}
return n ~ Pr,,qc(ns)

end function

function DOWNGRADE LINK(l = (1,5, p,j, L))

Tp.i,sub <~ DOWNGRADE NODE(7,, ;)
Ny j.sub <~ DOWNGRADE NODE(n,, ;)

return [ = (np,i’sub,npyjﬁsub, l”)

end function

Lecand. < top k links £

> By instance count
) _ {er,n,is€Pll=typeof(er,n,ij)}
-Plznk(l S Ecand.) - ZLIECcand. {e1.n.i, P =typeof(er.n.i;) }|

lsel ~ P(l S Ecand.)
lsub < DOWNGRADE LINK(])
E, s < {lsub}
Ny s < {np,O,subvnp,l,sub}
while myodes > |Np 5| do
side ~ U{left, right}
Nsel ~ U(Np)
Lcand. next < top k links attaching to side
lnew ~ Plz'nk (l S Ecandqnext)
lyew,sel <~ DOWNGRADE LINK ({peq)
Ep,s — Ep,s U {lnew,sel}
N, s < N, s U{added node of I,y ser}
end while
output G, s = (Np 5, Ep )

parameters) on a system with an RTX 4090, and the large-
scale LM experiments on our university cluster on multiple
Quadro RTX 8000s.

Listing 1: Example SPARQL query generated from the input
“a person and the child of a person have the alma mater of
the same university”.

SELECT DISTINCT ?person_1 ?person_2 °?

university_1 WHERE {

?person_1 <http://dbpedia.org/ontology/
child> ?person_2.

?person_1 <http://dbpedia.org/ontology/
almaMater> ?university_1.

?person_2 <http://dbpedia.org/ontology/
almaMater> ?university_1.

?person_1 a <http://dbpedia.org/ontology/
Person>.

?person_2 a <http://dbpedia.org/ontology/
Person>.

?university_1 a <http://dbpedia.org/
ontology/University>.
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